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# Introduction

This project involves the implementation and analysis of three algorithms:

1. **The Spread of Fire in a Forest**
2. **Delivery Route Planning**

# **Algorithm 1: Spead of Fire**

## Problem Description

Imagine you are a forest ranger monitoring a forest that has recently experienced a wildfire. The forest is represented by a grid, where each cell can either be:

* 0: an empty area (no trees),
* 1: a healthy tree,
* 2: a burned tree (representing a tree affected by the wildfire).

The management needs to determine how many days it will take for all healthy trees to burn down, considering that every day, any healthy tree that is adjacent (up, down, left, or right) to a burned tree will also burn down. You need to calculate the minimum number of days it will take for all healthy trees to burn, or return -1, if it is impossible for some trees to burn (i.e., if there are healthy trees that are not adjacent to any burned trees).

Details:

1. A healthy tree (represented by 1) will burn down after one day, if it is adjacent to a burned tree (represented by 2).
2. An empty area (represented by 0) does not affect the burning process.
3. If there are no burned trees initially, it is impossible for any healthy trees to burn, so return -1.

## Pseudo Code

Function target\_terms(s, x):

result = []  
 for each word in x:  
 index = s.find(word)  
 if index != -1:  
 result.append((index,word))  
  
 result.sort()  
 indices = [indexs in result]  
 words = [words in result]  
 return indices, words

## Time Complexity Analysis

Initialize result: **1 step**  
Loop through each target word (m words): **m steps**  
.find(word) scans S (length n): O(n) and O(m), thus = **m\*n**  
Appending to result: up to **m**  
Sorting the result ( assuming size ≤ m): **O(m log m)**  
Extracting index and word lists: **2m**  
Return :**1** step  
Thus, the total number of steps for this algorithm: 1 + m\*n + m log m + 2m + 1

Big-O Efficiency: O(m·n + m·log m)

## Example Execution
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# **Algorithm 2: Run Encoding Problem**

## Problem Description

Given a string of lowercase letters and spaces, compress the string using run-length encoding. Consecutive repeated characters are replaced by the count followed by the character (e.g., "aaabb" becomes "3a2b"). Single characters remain unchanged.

The algorithm iterates over the input string, counting how many times each character repeats consecutively. It then appends either the count and character or just the character to the result list. At the end, it joins and returns the result.

## Pseudo Code

Function run\_encod\_prob(s):

encode = []  
count = 1

For i from 1 to length(s) - 1:

If s[i] is equal to last element(s[i-1]):

count += 1

Else:

If count > 1:

encode.append(count + s[i-1])

Else:

encode.append(s[i-1])

count = 1

If count > 1:

encode.append(count + s[-1])

Else:

encode.append(s[-1])

Return ''.join(encode)

## Time Complexity Analysis

Init Variables: 2

Loop from i to n-1: n-1 steps

encode append: 2 steps

join encode: n

Total Steps: 13n-4

Big O efficiency: O(n)

## Example Execution

![](data:image/png;base64,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)

# **Algorithm 3: Merging Arrays**

## Problem Description

Given multiple sorted integer arrays, merge them into a single sorted array. The goal is to do this efficiently using a min-heap so that the result preserves the sorted order without performing a full sort on the final array.

This algorithm uses a min-heap to track the smallest elements across all arrays. Initially, the first element from each list is pushed into the heap. As elements are popped from the heap, their successors in the respective lists are pushed back in.

## Pseudo Code

Import heapq module

Function merge\_sorted\_arrays(arrayofarrays):

result = []

min\_heap = []

For i, array in arrays:

If array is not empty:

heapq.push((array[0], i, 0))

While min\_heap is not empty:

val, list\_idx, elem\_idx = heapq.pop()

result.append(val)

If elem\_idx + 1 < len(arrays[list\_idx]):

next\_val = arrays[list\_idx][elem\_idx + 1]

heapq.push((next\_val, list\_idx, elem\_idx + 1))

Return result

## Time Complexity Analysis

Initialize result and heap: 2

heap push over ‘k’ loop: k \* log k

While loop over n total elements:

heap pop: O(log k)

append: O(1)

conditional heap push: O(log k)

Total steps: 2n log k + k log k + n  
Overall time complexity: O(n log k)

## Example Execution

# 

# Project Components

The project submission includes the following files:

* **README.md** – Contains instructions for running the project.
* **main.py** – The main driver program to execute the algorithms.
* **alg1.py** – Implementation of the Target Terms
* **alg2.py** – Implementation of the Encoding String
* **alg3.py** - Implementation of the